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Abstract: The art of deception has played an integral role in military operations throughout history. In this 
research we investigate the efficacy of using operating system (OS) obfuscation as a form of deception in 
the cyber domain.  Specifically, we study the effectiveness of host-based OS obfuscation as a way of 
understanding whether the technique warrants further research and application development before 
becoming an integral part of Air Force network defense.  We accomplish this objective by examining the 
theoretical foundation of cyber deception and then evaluating a specific OS obfuscation tool against selected 
OS fingerprinting tools.   
 
The results from our experiment show that current OS obfuscation tools are developed enough to 
consistently mask OS information on systems running a Windows OS.   
 
Keywords: Operating System Masking, Polymorphic Host-based Defense, Digital Decoys, Deception, 
Network Reconnaissance, Network Scanning 

 
1.0 Introduction 
The number of reported cybersecurity attacks against federal agencies has more than tripled since 2006 
(Hoover, 2009).  In 2008, Federal agencies reported to the U.S. Computer Emergency Readiness Team that 
they had been victims of 18,050 cybersecurity attacks (Hoover, 2009).  The opening phase of these attacks 
often involves attempts to gather data that will guide later stages of the attacks.  One key piece of 
information that attackers need is the identity of the target system’s operating system.  Various OS 
fingerprinting techniques have been developed and bundled in OS fingerprinting tools.  Denying the hacker 
access to accurate OS information by defeating these tools represents an important first step to defeating 
adversary scanning efforts.  In this research, we posit that host-based OS obfuscation may be an effective 
way to mitigate such tools and methods.  

 
For the purpose of this paper, deception refers to “those measures designed to mislead the enemy by 
manipulation, distortion, or falsification of evidence to induce the enemy to react in a manner prejudicial to 
the enemy’s interests” (Chairman, Joint Chiefs of Staff, 2006) and OS obfuscation refers to “altering the 
signature of a computer so an adversary’s tools identify the incorrect operating system, resulting in an 
ineffective attack” (Repik, 2008).    Given these definitions, OS obfuscation is a form of deception.   
 
2.0 Literature Review 
In order to defeat an attacker, we must look for opportunities to defeat any and all phases of the attack 
process.  Though many network professionals offer different versions of the attack process, the general 
anatomy of the attack process is made up of five steps: reconnaissance, scanning, gaining access, 
maintaining access, and covering tracks and hiding.  In this paper we focused mainly on the scanning step, 
but for a more detailed look at the attack process we refer the reader to Repik’s work on defeating 
adversarial intelligence gathering in the network (Repik, 2008) or Counter Hack Reloaded (Skoudis & Liston, 
2006).   

 
Operating systems have unique characteristics that can help an attacker to identify the operating system 
being used in the target system. Examples of these characteristics include the TCP/IP packet, response 
messages to queries, response messages to errors, predictability of sequence numbers, and banner 
information.  Some specific attributes in a TCP/IP session are the values set for time-to-live (TTL), window 
size, Don’t Fragment (DF) bit, and type of service (TOS) (Scambray, McClure, & Kurtz, 2001).  By 
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comparing the information gathered about the target OS to profiles established for various systems, a 
potential attacker can make educated guesses about the target OS (Skoudis & Liston, 2006).  
 
OS information can be gathered through active and/or passive techniques.  Tools that use passive 
fingerprinting techniques intercept and examine existing traffic to make guesses about to the OS.  As 
passive tools are dependent on existing traffic, this method may take longer to get a more accurate answer, 
but they are typically not detectable (Zalewski, 2006).  On the other hand, we refer to tools that interact with 
the target to glean information about the OS as active methods.  These active measures have proven to be 
very effective at accurately identifying the target OS, but can be detected by an intrusion detection systems 
(IDS) (Scambray, McClure, & Kurtz, 2001).  
 
One very popular tool for OS fingerprinting that uses active techniques, Network Mapper (Nmap), has timing 
options specifically designed to help avoid detection.  By changing the timing, Nmap spreads out the 
appearance of log entries that result from the scan.  Other than the “Normal” speed, Nmap has timing 
options ranging from a super-slow scan called “Paranoid” that sends one packet every 5 minutes to an 
accelerated mode called “Insane” for the attacker in a hurry (Skoudis & Liston, 2006).   
 
Unlike the wide selection of OS fingerprinting tools returned from a brief Internet search, options for existing 
OS obfuscation tools are not as robust.  One reason for this may be how difficult it is to make enough 
changes to deceive fingerprinting techniques, while at the same time leaving enough packet integrity so the 
system still works.  As most AF systems run on a Windows operating system, we searched for an OS 
obfuscation tool that worked on Windows.  We found only one OS obfuscation tool that runs on Windows 
systems: OSfuscate (Crenshaw, 2008).  OSfuscate allows the user to select an OS to emulate and 
implements that selection by changing registry values.  These changes are designed to stop fingerprinting 
tools from successfully matching the collected information to the OS profiles in the OS signature found in the 
fingerprinting tool databases. 
 
2.1 Impacts of OS Obfuscation on Scanning Efforts    
Denying accurate OS information about the target disrupts the attacker in several ways.  On the most basic 
level, it prevents the attacker from exploiting default passwords established by the vendor in the event a 
system administrator failed to change it (Skoudis & Liston, 2006).  Furthermore, if the target OS has been 
obfuscated, the target may be perceived as too hard of a target, especially if the hacker’s goal is to use a 
specific exploit against a known vulnerability on a particular OS.  An erroneous OS and patch level may 
cause the attacker to ignore the potential target.  For instance, some organizations hack the registry of their 
own systems if they are unable to quickly patch the system.  This action deceives focused network scans 
that look for systems to exploit based on a specific vulnerability (Birch, 2009).   
 
Another potential benefit of OS obfuscation is that if the attacker is unsure of the OS, the attacker may not 
use a known effective exploit for fear it will have unintended effects on the target.  Instead the attacker 
invests resources into researching or applying alternate attack methods with lower probability of success, or 
may simply move to another target.  If the attacker assumes the wrong OS or is deceived into accepting 
false OS indications and executes a plan against the wrong OS, the consequences can again put the 
attacker’s success at risk.  Applying exploits against the wrong OS can yield results from nothing happening 
all the way to a system crash (Lyon, 2009).  For example, a buffer overflow exploit is OS independent, but 
the payload (written in machine language) must comply with the OS because it makes privileged calls to the 
OS (Skoudis & Liston, 2006).  Linux interprets machine language differently than a Windows OS.  
Depending on the op codes, the first few bits of all computer commands that indicate what type of call is 
coming, the computer system could execute a benign command that does nothing, attempt to execute non-
executable code causing the program to crash, or attempt to execute code the OS cannot handle causing a 
“blue screen of death.”  All of these unwanted results can increase chance of detection, heighten user and 
administrator alert, or deny access to the target: ultimately, each effect may disrupt an attack before it is 
ever launched.   
 
2.2 Challenges to OS Obfuscation 
When employing deception in traditional operations, we need to address a couple of issues: (1) how do we 
deceive the enemies but not ourselves, and (2) how much of our resources should we commit to the 
deception that would be used for other activities?  These same issues apply when employing deception in 
cyber.  For example, system administrators use scanning and management tools to monitor the status and 
health of the network, troubleshoot problems, and ensure systems have the necessary patches loaded.  If 
the hosts are reporting false OS information as a result of obfuscation tools, how will administrators have 



 

 

visibility into their networks and use the tools designed to automate maintenance actions across the 
network?  Additionally, many organizations develop and promulgate standard system configurations to 
reduce system operating costs and increase operating efficiencies. These standardization efforts could 
ultimately reduce the effectiveness of obfuscation if those standards become well known; in effect, can 
obfuscation fool anyone when the attacker already knows the published system standards?  The potential 
benefits of obfuscation, thus, must be considered within the overall context of network operations.  
 
Additionally, information about the OS may be leaked through other means such as in services banners 
(Lyons, 1998).  For example, a telnet or ftp banner shows what OS is running unless the banner is removed 
or changed (Berrueta, 2003).  Attackers can also gain OS information by sniffing DHCP queries from the 
target (Crenshaw, 2008).  In such cases, no amount of OS obfuscation will help. 
 
As a final challenge, OS obfuscation is hard!  Making enough changes to normal OS functions that trick an 
attacker while maintaining a stable system that functions, is no small task (Scambray, McClure, & Kurtz, 
2001).  Like other obfuscation areas, obfuscation tools must keep up with the many current and emerging 
fingerprinting techniques.   
 
3.0 Research Design 
In order to address the feasibility of an OS obfuscation tool, we simulate a “standard” AF network 
environment to examine the effectiveness of a currently available OS obfuscation tool against chosen OS 
fingerprinting tools.  The selected OS obfuscation tool is OSfuscation and the selected OS fingerprinting 
tools are: Nmap (Network Mapper, an active OS fingerprinting tool) & p0f2 (passive OS fingerprinting 
version 2, a passive OS fingerprinting tool).  As a good defense is tailored to the attacker; we now use threat 
modeling to look at the attacker. 
 
3.1 Threat Model 
The actions an attacker takes depend largely on the attacker’s goals, how important success of those goals 
is, and the perceived level of risk in mounting the attack.  Looking at our systems from the perspective of the 
attacker helps us to anticipate and mitigate attack goals (Swiderski & Snyder, 2004).  According to JTF-
GNO, attackers want intelligence, counterintelligence, targeting information, operations information, 
technical information, financial and ID theft, intelligence preparation of the battlefield, and resources 
(bandwidth and processing power) (Joint Task Force Global Network Operations, 2009).  Given this, the 
attacker profiled in this study desires to have the system remain active and presence undetected.   

 
During the scanning phase of the attack, the attacker looks for entry points into the system and the trust 
level attained after gaining access through a particular entry point (Swiderski & Snyder, 2004).  Knowing the 
OS helps the attacker identify entry points and is necessary to write a payload or use an existing vetted 
payload.  It is our premise that OS obfuscation can reduce attackers to guessing which OS(s) are used in a 
target network.  This in turn could force attackers to use broader attack profiles and thereby increase the 
likelihood of drawing attention to their attacks.  As such, obfuscation may ultimately reduce or prevent the 
success of their attacks. 
 
In summary, OS obfuscation is most effective against an attacker that 1) lacks physical access, 2) does not 
have knowledge of the network configuration, 3) specifically targets an OS, 4) wants presence and actions 
to remain undetected, and 5) wants the system to remain up in order to access or manipulate information.  
Though the attacker may start from outside the network, our tests simulated an attacker already successfully 
inside the network to evaluate the obfuscation tool in a worst case scenario.   
 
3.2 Defense Model 
To defend a network against the described attacker, we configure the established test environment to mask 
the OS of a server providing mail and domain controller services and two clients.  Other defensive measures 
were to patch the systems and install the latest service packs on the clients and servers.   
 
We chose Nmap and p0f2 as the active and passive fingerprinting tools for this test.  Nmap is easy to use 
and updated frequently (Smart, Malan, & Jahanian, 2000).  It’s also well documented, the winner of the 
2003 LinuxQuestions.org Members Choice Awards, and mentioned in several resources as a useful tool for 
hackers and administrators alike.  p0f2 was voted #1 OS detection tool in 2006 (Nmap not part of the survey 
since it was an Nmap mailing list) (Lyon, 2006).  Both tools were readily available at no cost.   
 



 

 

Nmap uses raw IP packets to determine what hosts are available on the network, what services (application 
name and version) those hosts are running, what operating systems (and OS versions) they are running, 
what type of packet filters/firewalls are in use, and dozens of other characteristics. Nmap runs on all major 
OSs (Lyon, 2009).  Nmap sends out a series of packets to different ports on the target (Skoudis & Liston, 
2006).  Specifically it sends up to 16 TCP, UDP, and ICMP probes to known open and closed ports of the 
target (Lyons). Nmap analyzes the response attributes to generate a fingerprint.   
 
Nmap also measures the predictability of the initial sequence number by sending several SYN-ACK packets 
to open ports and analyzing how the sequence number changes (Skoudis & Liston, 2006).  The predictability 
of sequence numbers is another differing characteristic of OSs.  Other packet probes sent out by Nmap are: 
SYN packet to open port, NULL packet to open port, SYN|FIN|URG|PSH packet to open port, ACK packet to 
open port, SYN packet to closed port, ACK packet to closed port, FIN|PSH|URG packet to closed port, and 
UDP packet to closed port (Skoudis & Liston, 2006). 
 
Nmap has over 1,000 OS fingerprints in its database (Skoudis & Liston, 2006).  Figure 1 provides a 
representative sample fingerprint for Linux and Windows Vista (Lyons, 2009).  
 

fi 
Figure 2: Sample Footprint 
 

Figure 1: Sample Fingerprint 



 

 

After Nmap completes the scan, it matches the collected attributes against the database.  Figure 2 provides 
a representative sample scan return on a subject that is used to match against the database of profiles.  Of 
interest to this study are the attributes changed by the OS obfuscation tool called, OSfuscate.  Values 
present in the example are bolded and highlighted in yellow above and listed in Table 1 (below Figure 2).  
 

 
 
 

 
p0f2 works similarly to Nmap in that it analyzes packets from the target and matches the attribute values to a 
database of OS fingerprints.  p0f2 fingerprints the OS on machines that connect to the machine it is running 
on--incoming connection (SYN mode-default), machines that its host machine connects to--outgoing 
connection (SYN+ACK mode), machines the host machine can’t connect to--outgoing connection refused 
(RST+ mode), and machines whose communications p0f2 is set to observe--established connection (stray 
ACK mode) (Zalewski, the new p0f: 2.0.8, 2006).  p0f2 fingerprinting accuracy gets better with time as more 
packets are available for collection and analysis.   
  
OSfuscate prompts the user to select an OS to emulate.  Figure 3 is a screen capture of OSfuscate showing 
the available OS to emulate.  OSfuscate makes changes to the following registry settings to match the 
selected OS.  At this time, these are the only modifications OSfuscate makes in order to obfuscate the OS.  
We list and describe the registry settings in Table 1.  In addition, the third column of Table 1 shows our 
correlation of the registry changes made by OSfuscate to values found in Nmap OS fingerprints. 

 

 

Figure 3: OSfuscate 

Figure 2: Sample Scan Return 



 

 

Table 1: OSfuscate Registry Changes 
 
In the registry under: 
HKEY_LOCAL_MACHINE\SYSTEM\CurrentControlSet\Services\Tcpip\Parameters\ 

Registry Entry Purpose 
Nmap 
Abbrev 

DefaultTTL 

Specifies the default Time to Live (TTL) value in the header of 
outgoing IP packets. The TTL determines how long an IP 
packet that has not reached its destination can remain on the 
network before it is discarded.  

T 

 
Tcp1323Opts   
 

Determines whether TCP uses the timestamping and window 
scaling features described in RFC 1323, TCP Extensions for 
High Performance 

TS 

EnablePMTUDiscovery 
 

Determines whether TCP uses a fixed, default maximum 
transmission unit (MTU) or attempts to detect the actual MTU 

No 
match 
found  

TcpUseRFC1122UrgentPointer 
 

Specifies which mode TCP uses for urgent data. The two 
modes interpret the urgent pointer in the TCP header and the 
length of the urgent data differently.  BSD or RFC 1122 

F = U 

TcpWindowSize 
 

Determines the largest TCP receive window that the system 
offers. The receive window is the number of bytes a sender 
can transmit without receiving an acknowledgment. 

W, W1-
W6 

SackOpts 
 

Enables and disables the Selective Acknowledgment (SACK) 
feature.  SACK is an optimizing feature that lets you 
acknowledge receipt of individual blocks of data in a 
continuous sequence, rather than just the last sequence 
number.  

o = S 

Interfaces\*\MTU 

Sets MTU is the size of the largest packet that can be 
transmitted over the underlying network, including the size of 
the transport header 

o = M 

 (Purpose taken from Microsoft TechNet (Microsoft, 2009) 
*Interface name 
 
Test Environment 
The basic structure of the test network followed the idea of defense in depth strategy in an attempt to model 
a notional AF network.  Though virtual machines (i.e. VMware) could have been used, we chose not to do so 
to eliminate another variable that may have affected test results.  Routers and firewalls provide layered 
protection (demilitarized zone-DMZ).  Inside the network we configure two clients with OS obfuscation tool 
installed on them: Windows XP Professional SP 3 and Windows Vista SP1.  In order to generate SMTP, 
UDP, and HTTP traffic, we configured a second network consisting of a domain controller, mail server, web 
server, and client.   
 
Passive OS fingerprinting tools must be in a position to receive the packets.  To accomplish this, the 
attacker must either entice the user to come to the attack machine or gain access to a router, switch, or 
firewall and work to get closer and closer to the final target.  In our experiment we simulate the hacker’s 
successful exploitation through the inside firewall and into the switch by dumping the spanned port traffic 
from the switch to the machines loaded with packet capture software and OS fingerprinting tools.  Exploiting 
the routers and firewalls to gain access to the inside switch is no small feat but as stated earlier this is an 
ideal scenario for passive OS fingerprinting.   
 
Assumptions and limitations 
The placement of the packet capture tool (WireShark) assumes insider threat access or that an attacker has 
already gained access to a router, firewall, or internal system.  The study did not incorporate wireless 
connections, IPv6 traffic, or IPSec.  Anti-virus software was not installed on any of the test machines.  
Figure 4 illustrates the configuration of the Windows clients, servers, and router.  As the attack was 
simulated for inside access, the firewall and IDS are not depicted in the figure.   

 



 

 

 
Figure 4: Test Domains 

 
Success vs. Failure 
We define a test instance as one scan against a target.  In the case of our passive fingerprinting tool, one 
scan is the completion of the test scenario.  A successful test instance means the fingerprinting tool could 
not correctly profile the target OS (to include inconclusive results), and a failure constitutes accurate OS 
identification by the fingerprinting tool.  The reason an inconclusive result is considered a success is that it 
does not give any OS information away to the attacker.  In fact, an inconclusive result is better than an 
incorrectly guessed OS because the attacker may attempt to run an exploit designed for the incorrect OS 
which could cause a system crash.   
 
Scenario  
The overall flow of the test was to first observe and collect OS fingerprinting scan results without OS 
obfuscation installed on any of the test machines.  The next step was to observe and collect OS 
fingerprinting scan results with OS obfuscation running on the test machines.  Since the passive and active 
tools use different methods to deduce the target OS, we use two different test steps to match the method.  
Complete the test steps first with no obfuscation on the target machines and then again after the OS on the 
target clients has been obfuscated.  To generate traffic and create as consistent a scenario as possible, we 
repeated the actions from Table 2 and captured results after 5, 10, 15, 20, 25, and 30 minutes.  We 
repeated Table 3 actions in order using an aggressive and polite scan. 

 



 

 

Table 2: Test Scenario for Passive Fingerprinting 

Location Action
On the Switch Plug Attack Client into the span 
From attack client on Network-B Logon on then start WireShark capture and p0f2:  

p0f –i 2 –o out.txt –V –N -l 
From control client on Network-B Logon on as user1 
Perform remaining steps 6 times at approximately 5 minutes separation between each start:  
From control client on Network-B Annotate the time 

 
Send an email to user1@network-a.local and user2@network-
a.local on target network 

From XP client on domain Network-A Log on as user1 and open Outlook 

 
Send an email to user2@network-a.local on  target network not 
using encryption or digital signing 

 
Send an email to user1@network-b.local on  control network not 
using encryption or digital signing 

 Open  browser (IE7) and stop attempts to go to runonce Microsoft 

 
Navigate to www.network-b.local , click on  test link, click  back 
button, and close  browser 

 
Open  shared folder on A-DCX.Network-A.local called 
TestSharedFolder  

 View  test.rtf file 
 Close all programs and log off the system 
From Vista client on domain Network-A Log on as user2 and open Outlook 

 
Send an email to user1@network-a.local on target network not 
using encryption or digital signing 

 
Send an email to user1@network-b.local on control network not 
using encryption or digital signing 

 
Open the browser (IE7) and stop attempts to go to runonce 
Microsoft  

 
Navigate to www.network-b.local , click the test link, click back 
button, and close browser 

 
Open the shared folder on A-DCX.Network-A.local called 
TestSharedFolder  

 View test.rtf file 
 Close all programs and log off the system 

From attack client on Network-B 
Copy p0f output file and add a line at the end of the output 
annotating completion of test scenario number (1-6) 

 

Table 3: Test Scenario Steps for Active Fingerprinting 

Location Action
Switch Plug attack client into one of the VLANs 
From attack client on 
Network-B Logon on and start WireShark capture  
 Start an “aggressive” Nmap scan  

nmap -T4 -A -v -PE -PA21,23,80,3389 192.168.30.11, 192.168.30.2, 192.168.30.15 
 Upon completion save scan results 
 Start a “polite” Nmap scan  

nmap -T2 -A -v -PE -PA21,23,80,3389 192.168.30.11, 192.168.30.2, 192.168.30.15 
 Upon completion save scan results 

 
4.0 Test Results 
OSfuscate successfully obfuscated the target OS against p0f2 and Nmap’s aggressive scan, but was only 
partially successful against Nmap’s polite mode.  This finding is consistent with Nmap documentation that 
states though it takes less time to run an aggressive scan, some accuracy is sacrificed (Lyon, 2009).  We 
observed that p0f2 did not fingerprint the Vista client with or without obfuscation enabled.  As such, we don’t 
consider the test instances using p0f2 against the Vista client as successful.  We used the Windows version 



 

 

of p0f2 which is a version behind the UNIX version.  p0f2 may have performed better if we had run the most 
current version.  The creator of OSfuscation discloses on his web site that some of the fingerprints are better 
than others (Crenshaw, 2008).  We speculate that OSfuscation may perform better against Nmap if we 
chose one of the better fingerprints; however, a ranking of the fingerprints is not readily available. 
 
5.0 Discussion 
This experiment showed that current OS obfuscation tools are developed enough to consistently mask OS 
information on systems running a Windows OS.  In our opinion, OS obfuscation implementation could be 
used in critical systems or on outbound gateway traffic masking packets after they leave the internal 
network.  This placement may deconflict OS obfuscation from blue force system management tools used to 
maintain the network, and could also confuse passive OS fingerprinting tools monitoring traffic on web 
servers.  However, prior to implementing OS obfuscation on AF networks, system administrator tools and 
processes must be considered.  If OS obfuscation deceives inventory, patch monitoring and installation, and 
configuration verification tools, it should not be implemented until those conflicts are mitigated.  Additionally, 
if the AF moves to a standards-based configuration instead of the current standard desktop environment, 
OS obfuscation would provide even more defense.       

 
6.0 Conclusion 
Attackers scan target networks to gather system information, find vulnerabilities and fine tune attacks.  The 
OS of a target is intelligence that supports all three goals.  Denying the attacker accurate OS information 
can stop or impede an attacker’s mission success.  Current OS obfuscation tools are capable of providing 
some OS obfuscation for AF networks and can add a layer of security in a defense-in-depth strategy.  Prior 
to implementation into AF network defense, current OS obfuscation tools need to be improved and 
evaluated for impacts on network maintenance tools and processes, to include future initiatives like IPv6.   
 
6.1 Improvements  
Several improvements can be made to OS obfuscating tools.  Instead of making registry edits, the tool could 
intercept all packets leaving the system, make the necessary changes to the packet, and send the packets 
on.  The necessary changes would be defined by the user through an interface that allows the user to 
choose a particular OS to emulate; to choose to constantly change what OS to emulate; to choose not to 
emulate an OS but to force a fingerprinting tool to return inconclusive results; or to turn off obfuscation.  
Upon completion of or in conjunction with the development of the improved OS obfuscation tool, we 
recommend integrating the use of ‘chaff’, (introducing generated spoofed packets onto the network) with 
existing obfuscation techniques to further confuse fingerprinting tools.  
  
6.1 Future Research 
Several future research topics naturally evolve from this study.  We recommend a study that tests OS 
obfuscation effectiveness under configurations that result from possible AF initiatives: IPv6, IPSec, virtual 
machines (i.e. VMware), and Common Access Card (CAC) authentication.  The testers would evaluate OS 
obfuscation under each configuration separately then in combination.  We also recommend using a passive 
fingerprinting tool that is more effective under non-obfuscated conditions.  After conducting a survey of OSs 
used in the AF, a good study would be to research how to do OS obfuscation for other OSs starting with an 
evaluation of a Linux based OS obfuscation tool called Morph (Wang, 2003).   
 
Researchers should also use Attack Trees and/or Value Focused Thinking to determine the optimum way to 
implement OS obfuscation: inconclusive OS fingerprinting results vs. a consistent false OS presentation vs. 
a changing false OS presentation. 
 
Another recommended study is to analyze how OS obfuscation affects system administrator network tools.  
A possible solution and additional study may be to implement a key that triggers the unmasking of an 
obfuscated packet (Birch, 2009).   
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